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Preface

1. Introduction

According to the Oxford English Dictionary (OED II CD-ROM), a process is a series of

actions or events, and an algebra is a calculus of symbols combining according to certain

defined laws. Completing the picture, a calculus is a system or method of calculation.

Despite going back as far as the 13th Century, collectively, these definitions do a good job

of accurately conveying the meaning of this Handbook’s subject: process algebra.

A process algebra is a formal description technique for complex computer systems, es-
pecially those with communicating, concurrently executing components. A number of dif-
ferent process algebras have been developed — ACP [1], CCS [6], and TCSP [2] being
perhaps the best-known — but all share the following key ingredients.

e Compositional modeling. Process algebras provide a small number of constructs for
building larger systems up from smaller ones. CCS, for example, contains six operators
in total, including ones for composing systems in parallel and others for choice and
scoping.

o Operational semanties. Process algebras are typically equipped with a Plotkin-style [7]
structural operational semantics (SOS) that describes the single-step execution capabil-
ities of systems. Using SOS, systems represented as terms in the algebra can be “com-
piled” into labeled transition systems.

o Behavioral reasoning via equivalences and preorders. Process algebras also feature
the use of behavioral relations as a means for relating different systems given in the
algebra. These relations are usually equivalences, which capture a notion of “same be-
havior”, or preorders, which capture notions of “refinement”.

In a process-algebraic approach to system verification, one typically writes two speci-
fications. One, call it SYS, captures the design of the actual system and the other, call it
SPEC, describes the system’s desired “high-level” behavior. One may then establish the
correctness of SYS with respect to SPEC by showing that SYS behaves the “same as” SPEC
(if using an equivalence) or by showing that it refines SPEC (if using a preorder).

Establishing the correctness of SYS with respect to SPEC can be done in a syntax-
oriented manner or in a semantics-oriented manner. In the former case, an axiomatization
of the behavioral relation of choice is used to show that one expression can be transformed
into the other via syntactic manipulations. In the latter case, one can appeal directly to
the definition of the behavioral relation, and to the operational semantics of the two ex-
pressions, to show that they are related. In certain cases, €.g., when SYS and SPEC are
“finite-state”, verification, be it syntax-based or semantics-based, can be carried out auto-
matically.
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The advantages to an algebraic approach are the following.

e System designers need learn only one language for specifications and designs.

e Related processes may be substituted for one another inside other processes. This
makes process algebras particularly suitable for the modular analysis of complex sys-
tems, since a specification and a design adhering to this specification may be used inter-
changeably inside larger systems.

e Processes may be minimized with respect to the equivalence relation before being an-
alyzed; this sometimes leads to orders of magnitude improvement in the performance of
verification routines.

Process-algebraic system descriptions can also be verified using model checking [3], a
technique for ascertaining if a labeled transition system satisfies a correctness proper.ty
given as a temporal-logic formula. Model checking has enjoyed considerable success in
application to hardware designs. Progress is now being seen in other application domains
such as software and protocol verification.

2. Classical roots

Process algebra can be viewed as a generalization of the classical theory of formal lan-
guages and automata [4], focusing on system specification and behavior rather than lan-
guage recognition and generation. Process algebra also embodies the principles of cellular
automata [5] — cells receiving inputs from neighboring cells and then taking appropriate
action — while adding a notion of programmability: nondeterminism, dynamic topologies,
evolving cell behavior, etc.

Process algebra lays the groundwork for a rigorous system-design ideology, providing
support for specification, verification, implementation, testing and other life-cycle-critical
activities. Interest in process algebra, however, extends beyond the system-design arena, to
areas such as programming language design and semantics, complexity theory, real-time
programming, and performance modeling and analysis.

3. About this Handbook

This Handbook documents the fate of process algebra from its modern inception in the late
1970’s to the present. It is intended to serve as a reference source for researchers, students,
and system designers and engineers interested in either the theory of process algebra or
in learning what process algebra brings to the table as a formal system description and
verification technique.

The Handbook is divided into six parts, the first five of which cover various theoretical
and foundational aspects of process algebra. Part 6, the final part, is devoted to tools for
applying process algebra and to some of the applications themselves. Each part contains
between two and four chapters. Chapters are self-contained and can be read independently
of each other. In total, there are 19 chapters spanning roughly 1300 pages. Collectively, the
Handbook chapters give a comprehensive, albeit necessarily incomplete, view of the field.

Part 1, consisting of four chapters, covers a broad swath of the basic theory of process
algebra. In Chapter 1, The Linear Time — Branching Time Spectrum I, van Glabbeek gives
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a useful structure to, and an encyclopedic account of, the many behavioral relations that
have been proposed in the process-algebra literature. Chapter 2, Trace-Oriented Models
of Concurrency by Broy and Olderog, provides an in-depth presentation of trace-oriented
models of process behavior, where a trace is a communication sequence that a process can
perform with its environment. Aceto, Fokkink and Verhoef present a thorough account of
Structural Operational Semantics in Chapter 3. Part 1 concludes with Chapter 4, Modal
Logics and Mu-Calculi: An Introduction by Bradfield and Stirling. Modal logics, which
extend classical logic with operators for possibility and necessity, play an important role in
filling out the semantic picture of process algebra.

Part 2 is devoted to the sub-specialization of process algebra known as finite-state pro-
cesses. This class of processes holds a strong practical appeal as finite-state systems can
be verified in an automatic, push-button style. The two chapters in Part 2 address finite-
state processes from an axiomatic perspective: Chapter 5, Process Algebra with Recur-
sive Operations by Bergstra, Fokkink and Ponse; and from an algorithmic one: Chapter 6,
Equivalence and Preorder Checking for Finite-State Systems by Cleaveland and Sokolsky.

Infinite-state processes, the subject of Part 3, capture process algebra at its most ex-
pressive. Chapter 7, the first of the three chapters in this part, A Symbolic Approach to
Value-Passing Processes by Ing6lfsdéttir and Lin, systematically examines the class of
infinite-state processes arising from the ability to transmit data from an arbitrary domain of
values. Symbolic techniques are proposed as a method for analyzing such systems. Chap-
ter 8, by Parrow, is titled An Introduction to the 7 -Calculus. This chapter investigates the
area of mobile processes, an enriched form of value-passing process that is capable of
transmitting communication channels and even processes themselves from one process to
another. Finally, Burkhart, Caucal, Moller and Steffen consider the equivalence-checking
and model-checking problems for a large variety of infinite-state processes in Chapter 9,
Verification on Infinite Structures.

The three chapters of Part 4 explore several extensions to process algebra that make it
easier to model the kinds of systems that arise in practice. Chapter 10 focuses on real-time
systems. Process Algebra with Timing: Real Time and Discrete Time by Middelburg and
Baeten, presents a real-time extension of the process algebra ACP that extends ACP in a
natural way. The final two chapters of Part 4 study the impact on process algebra of re-
placing the standard notion of “nondeterministically choose the next transition to execute”
with one in which probability or priority information play pivotal roles. Chapter 11, Proba-
bilistic Extensions of Process Algebras by Jonsson, Larsen and Yi, targets the probabilistic
case, which is especially useful for modeling system failure, reliability, and performance.
Chapter 12, Priority in Process Algebra by Cleaveland, Liittgen and Natarajan, considers
the case of priority, and shows how a process algebra with priority can be used to model
interrupts, prioritized choice and real-time behavior.

Process algebra was originally conceived with the view that concurrency equals inter-
leaving. That is, the concurrent execution of a collection of events can be modeled as
their interleaved execution, in any order. More recent versions of process algebra known
as non-interleaving process algebras, aim to model concurrency directly, for example,
as embodied in Petri nets. The four chapters of Part 5 address this subject. Chapter 13,
Fartial-Order Process Algebra by Baeten and Basten, thoroughly considers the impact of
a non-interleaving semantics on ACP. Chapter 14, A Unified Model for Nets and Process
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Algebras by Best, Devillers and Koutny, examines a range of issues that arise when process
algebra and Petri nets are combined together. Another kind of non-interleaving treatment
of concurrency is put forth in Chapter 15, Castellani’s Process Algebras with Localities. In
this approach, “locations” are assigned to parallel components, resulting in what Castel-
lani calls a “distributed semantics” for process algebra. Finally, in Chapter 16, Gorrieri
and Rensink’s Action Refinement gives a thorough treatment of process algebra with action
refinement, the operation of replacing a high-level atomic action with a low-level process.
The interplay between action refinement and non-interleaving semantics is carefully con-
sidered.

Part 6, the final part of the Handbook, contains three chapters dealing with tools and
applications of process algebra. The first of these, Chapter 17, Algebraic Process Ver-
ification by Groote and Reniers, gives a close-up account of verification techniques for
distributed algorithms and protocols, using process algebra extended with data (wCRL).
Chapter 18, Discrete Time Process Algebra and the Semantics of SDL by Bergstra, Mid-
delburg and Usenko, introduces a discrete-time process algebra that is used to provide a
formal semantics for SDL, a widely used formal description technique for telecommuni-
cations protocols. Finally, Chapter 19, A Process Algebra for Interworkings by Mauw and
Reniers, devises a process-algebra-based semantics for Interworkings, a graphical design
language of Philips Kommunikations Industrie.
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